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# Aufgabenblatt 3

Was ist speziell bei Verwendung von UDP als Transportprotokoll zu berücksichtigen?

-UDP garantiert keine zuverlässige Paketauslieferung bzw. der Sender erhält keine Fehlermeldung

Warum sollte für die Umsetzung des Protokolls UDP und nicht TCP verwendet werden?

-Iterative Server werden meistens mit UDP realisiert + UDP ist deutlich schneller

- Bei kleinen Dateien wird der Overhead von TCP nicht benötigt

Wie kann man das Ende einer Datentransfer-Sitzung erkennen? Beschreiben Sie die bei Ihrer Lösung ausgetauschten Nachrichten durch ein Sequenzdiagramm.
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• Wie werden Datentransfer-Sitzungen im Server terminiert?

Der Client fragt der Reihe nach die Blöcke ab, sobald das Ende der Datei erreicht ist sendet der Server den CNF-Error. Daran erkennt der Client, dass die Datei keine weiteren Blöcke enthält.

• Was passiert bei Wiederaufnahme einer Sitzung?

Das Wiederaufnehmen einer Sitzung wird vom Server nicht von jeder anderen Anfrage unterschieden.

• Was passiert beim Zugriff auf eine nichtexistierende Sitzung?

Der Server sendet den NOS-Error

• Wie groß kann die Chunk-Size maximal eingestellt werden?

Mit UDP können maximal 65527 Bytes übertragen werden, davon muss man aber noch die Größe des Headers (als HSOSSTP…) abziehen. Da im Header jedoch manchmal die Größe des Chunks oder die Session-ID übermittelt wird kann man seine Größe nicht genau voraussagen. Deshalb lässt sich die maximale Chunkgröße nicht genau bestimmen.

Client.java:

package hsosstp.client;  
  
import hsosstp.Main;  
  
import java.io.\*;  
import java.net.\*;  
  
  
public class Client {  
  
 public static final int *CHUNKSIZE* = 1024;  
 public static final int *HEADSPACE* = 100;  
 public static final int *BUFFSIZE* = *CHUNKSIZE* + *HEADSPACE*;  
  
 public static void run(String address, String filename,int port) throws IOException {  
  
 // get a datagram socket  
 DatagramSocket socket = new DatagramSocket();  
  
 // Create Initial message  
 String msg = Main.*INITX* + ";" + *CHUNKSIZE* + ";" + filename;  
 byte[] msgBuf = msg.getBytes(Main.*CHARSET*);  
  
 // Resolve Address  
 InetAddress inetAddress = InetAddress.*getByName*(address);  
  
 // Create Packet  
 DatagramPacket packet = new DatagramPacket(msgBuf, msgBuf.length, inetAddress, port);  
  
 // Send Packet  
 socket.send(packet);  
  
 // Receive SessionId  
  
 byte[] responseBuffer = new byte[*BUFFSIZE*];  
 DatagramPacket responsePacket = new DatagramPacket(responseBuffer, responseBuffer.length);  
 System.*out*.println("Waiting for SessionId:");  
 socket.receive(responsePacket);  
 System.*out*.println("Got response:");  
 System.*out*.println(new String(responseBuffer));  
 String responseString = new String(responseBuffer).trim();  
 String[] responseStrings = responseString.split(";");  
 if(responseStrings.length <= 1){  
 *malformedResponse*(responseString);  
 }  
 if(responseStrings[0].equals(Main.*ERROR*) && responseStrings[1].equals("FNF")){  
 System.*out*.println("File Not Found on hsosstp.server!");  
 System.*exit*(0);  
 }  
 try {  
 int sessionId = Integer.*parseInt*(responseString.split(";")[1]);System.*out*.println("SessionId: " + sessionId);  
  
 int chunkNr = 0;  
 RandomAccessFile out = new RandomAccessFile(new File(filename),"rw");  
 while (true) {  
  
 String request = Main.*GETXX* + ";" + sessionId + ";" + chunkNr;  
 byte[] requestBytes = request.getBytes(Main.*CHARSET*);  
 DatagramPacket requestPacket = new DatagramPacket(requestBytes, requestBytes.length, inetAddress, port);  
 socket.send(requestPacket);  
  
  
 byte[] responseBytes = new byte[*BUFFSIZE*];  
 responsePacket = new DatagramPacket(responseBytes, responseBytes.length);  
 socket.receive(responsePacket);  
 responseString = new String(responseBytes, Main.*CHARSET*).trim();  
 responseStrings = responseString.split(";");  
 if(responseStrings.length <= 1) {  
 *malformedResponse*(responseString);  
 }  
 else if (responseStrings[0].equals(Main.*ERROR*) && responseStrings[1].equals("CNF")) {  
 break;  
 }  
 else if (responseStrings[0].equals(Main.*DATAX*) && responseStrings.length >= 4) {  
 int chunkNumber = Integer.*parseInt*(responseStrings[1]);  
 int chunkSize = Integer.*parseInt*(responseStrings[2]);  
 int offset = responseStrings[0].length() + responseStrings[1].length() + responseStrings[2].length() + 3;  
 byte[] data = new byte[chunkSize];  
 System.*arraycopy*(responseBytes, offset, data, 0, data.length);  
 out.seek(*CHUNKSIZE* \* chunkNumber);  
 out.write(data);  
 } else {  
 *malformedResponse*(responseString);  
 }  
  
  
 chunkNr++;  
 }  
 out.close();  
 }catch (NumberFormatException e){  
 *malformedResponse*(responseString);  
 }  
  
 socket.close();  
 }  
  
 private static void malformedResponse(String responseString){  
  
 System.*err*.println("Malformed Response: " + responseString);

Server.java:

package hsosstp.server;  
  
import hsosstp.Main;  
  
import java.io.\*;  
import java.net.\*;  
import java.util.\*;  
  
public class Server {  
  
 private static DatagramSocket *socket* = null;  
  
 private static ArrayList<Session> *sessions* = new ArrayList<>();  
  
  
 public static void start(int port) {  
 try {  
 *socket* = new DatagramSocket(port);  
 *run*();  
 } catch (SocketException e) {  
 System.*err*.println("Could not Create Socket!");  
 System.*exit*(-1);  
 }  
 }  
  
  
 private static void run() {  
  
 while (true) {  
 try {  
 byte[] buf = new byte[256];  
  
 // receive request  
 DatagramPacket packet = new DatagramPacket(buf, buf.length);  
 System.*out*.println("Waiting for request:");  
 *socket*.receive(packet);  
  
 String requestString = new String(buf, hsosstp.Main.*CHARSET*).trim();  
 System.*out*.println("Got request: " + requestString);  
 String[] args = requestString.split(";");  
  
 if (args.length > 1) {  
 switch (args[0]) {  
 case Main.*INITX*:  
 *initSession*(*socket*, packet);  
 break;  
 case Main.*GETXX*:  
 *getData*(*socket*, packet);  
 break;  
 default:  
 System.*out*.println("Malformed Request; Not Responding");  
 }  
 }  
 } catch (IOException e) {  
 e.printStackTrace();  
 }  
 }  
 }  
  
 private static void initSession(DatagramSocket socket, DatagramPacket packet) throws IOException {  
 String[] args = new String(packet.getData()).trim().split(";");  
 if (args.length == 3) {  
 try {  
 int chunkSize = Integer.*parseInt*(args[1]);  
 String filename = args[2];  
 RandomAccessFile in = new RandomAccessFile(new File(filename), "r");  
 Session newSession = new Session(in, chunkSize);  
 *sessions*.add(newSession);  
 *sendSIDXX*(socket, packet.getAddress(), packet.getPort(), newSession.sessionId);  
  
 } catch (NumberFormatException e) {  
 System.*out*.println("Malformed Request; Not Responding");  
 } catch (FileNotFoundException e) {  
 *sendFNF*(socket, packet.getAddress(), packet.getPort());  
 }  
 }  
 }  
  
 private static void getData(DatagramSocket socket, DatagramPacket packet) throws IOException {  
 String[] args = new String(packet.getData()).trim().split(";");  
 try {  
 int sessionId = Integer.*parseInt*(args[1]);  
 int chunkNumber = Integer.*parseInt*(args[2]);  
 for (Session session : *sessions*) {  
 if (session.sessionId == sessionId) {  
 System.*out*.println("Getting chunk " + chunkNumber + " for " + sessionId);  
 byte[] chunk = session.getChunk(chunkNumber);  
 //System.out.println("Chunk: " + new String(chunk));  
 if (chunk.length == 0) {  
 *sendCNF*(socket, packet.getAddress(), packet.getPort());  
 }  
 *sendDATAX*(socket, packet.getAddress(), packet.getPort(), chunkNumber, chunk);  
 return;  
 }  
 }  
 *sendNOS*(socket, packet.getAddress(), packet.getPort());  
 } catch (NumberFormatException e) {  
 System.*out*.println("Malformed Request; Not Responding");  
 }  
  
 }  
  
 private static void sendStr(DatagramSocket socket, InetAddress address, int port, String message) throws IOException {  
 byte[] msgBuff = message.getBytes(Main.*CHARSET*);  
 DatagramPacket packet = new DatagramPacket(msgBuff, msgBuff.length, address, port);  
 socket.send(packet);  
 }  
  
 private static void sendFNF(DatagramSocket socket, InetAddress address, int port) throws IOException {  
 *sendStr*(socket, address, port, Main.*ERROR* + ";FNF");  
 }  
  
 private static void sendCNF(DatagramSocket socket, InetAddress address, int port) throws IOException {  
 *sendStr*(socket, address, port, Main.*ERROR* + ";CNF");  
 }  
  
 private static void sendNOS(DatagramSocket socket, InetAddress address, int port) throws IOException {  
 *sendStr*(socket, address, port,Main.*ERROR* + ";NOS");  
 }  
  
 private static void sendSIDXX(DatagramSocket socket, InetAddress address, int port, int sessionId) throws IOException {  
 *sendStr*(socket, address, port, Main.*SIDXX* + ";" + sessionId);  
 }  
  
 private static void sendDATAX(DatagramSocket socket, InetAddress address, int port, int chunkNumber, byte[] data) throws IOException {  
 byte[] prefix = (Main.*DATAX* + ";" + chunkNumber + ";" + data.length + ";").getBytes(Main.*CHARSET*);  
 byte[] msgBuff = new byte[prefix.length + data.length];  
  
 System.*arraycopy*(prefix, 0, msgBuff, 0, prefix.length);  
 System.*arraycopy*(data, 0, msgBuff, prefix.length, data.length);  
  
 DatagramPacket packet = new DatagramPacket(msgBuff, msgBuff.length, address, port);  
 socket.send(packet);  
 }  
  
  
}

Session.java:

package hsosstp.server;  
  
import java.io.\*;  
  
public class Session {  
  
 private static int *nextSessionId* = 0;  
  
 public final int sessionId;  
 private final int chunkSize;  
 private final RandomAccessFile in;  
  
 public Session(RandomAccessFile inFile, int chunkSize) {  
 sessionId = *nextSessionId*++;  
 this.chunkSize = chunkSize;  
 in = inFile;  
 }  
  
 public byte[] getChunk(int chunkNumber) throws IOException {  
  
 byte[] buff = new byte[chunkSize];  
 in.seek(chunkNumber \* chunkSize);  
 int n = in.read(buff);  
 if (n == -1) {  
 return new byte[0];  
 }  
 byte[] data = new byte[n];  
 System.*arraycopy*(buff, 0, data, 0, n);  
 return data;  
 }  
}

Test Übertragung der Sample.txt:

![](data:image/png;base64,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)

Test Übertragung der Sample.bin:

![](data:image/png;base64,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)

Test Übertragung von nicht existierender Datei:

![](data:image/png;base64,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)
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